检测graph是否有环：BFS, DFS

DFS – 207. Course Schedule

* Directed 需要从ArrayList[i] 的0~n-1的每个i，检查是否hasCycle
* Undirected 从任意一点开始，检查一次即可，如果没有环，会经过所有的点，之后所有states[i]均为2。所以在检查之后，需要遍历一次states, 如果有的为0，代表对应的点没有连接。

BFS – Graph Valid Tree

* Directed 从indegree为0的点开始，依次一层层加入queue，并把相连的node的degree--
* Undirected 从任意一点开始，依次加入queue，其余相同

**Union Find相关知识：**

**一个很好的博客：**<http://blog.csdn.net/dm_vincent/article/details/7655764>

解决动态连通性这一类问题，对于联通的节点，可以认为它们属于一个组，不连通的属于不同的组。

输入为pair, eg: [0, 1]代表这两个数字联通，属于一个组。

可能的操作：

* 初始化 UF(int N), 初始化为不同的组，0~n-1
* 查询节点所在的组 int find(int p)
* 判断两个节点是否属于同一个组 boolean connected(int p, int q)
* 连接两个节点，使之属于同一个组 void union(int p, int q) 建立p,q间连接
* 获取组的数目 int count()

**Quick-Find算法：**

尽量加快find的速度，但是添加新路径时会涉及到组号的修改，需要对整个数组遍历，需要O(n)

public class UF {

private int[] id; *// id[i]: group id of i.*

private int count; *// number of components*

public UF(int N) { *// Initialize component id array.*

count = N;

id = new int[N];

for (int i = 0; i < N; i++) {

id[i] = i;

}

}

public int count() { return count; }

public boolean connected(int p, int q) { return find(p) == find(q); }

public int find(int p) { return id[p]; }

public void union(int p, int q) {

int pID = find(p); // GET groupid of p and q

int qID = find(q);

if (pID == qID) return;

for (int i = 0; i < id.length; i++) { // change groupid, make them belong to same group

if (id[i] == pID) id[i] = qID;

}

count--;

}

}

**Quick-Union算法：**

同一组的数据保存在一棵树里，union时将一棵树变为另一棵树的子树。

如何在数组中保存parent – child关系？利用id[], id[kid] = parent, 并且id[root] = root，判断是否为root。

需要使union后的树尽量平衡，所以根据树的size，把小的树作为大树的子树。

int[] id = new int[n]; *// id[i]: i所在的tree的root的id*

int[] size = new int[n]; // init: 1， i所在的tree的size, 只有root所对应的size确定正确

public UF() {

Arrays.fill(size, 1);

for (int i = 0;i < n;i++) id[i] = i; // 初始化为“每个i都是树，每个树只有一个节点”

}

private int find(int p) {

while (p != id[p]) p = id[p]; *// id[root] == root*

return p;

}

public void union(int p, int q) {

*// Set p and q to the same root.*

int pRoot = find(p);

int qRoot = find(q);

if (pRoot == qRoot) return;

if (size[p] < size[q]) { *// p is smaller, make it the sub-tree of q*

id[pRoot] = qRoot; *// make p become subtree of q.*

size[qRoot] += size[pRoot]; // update size of q.

} else {

id[qRoot] = pRoot;

size[pRoot] += size[qRoot];

}

count--;

}

**进一步优化：**

在以上的代码中，find的time： O(logN), 主要时间都花在找root上面，可以进行压缩：

private int find(int p) {

while (p != id[p]) {

id[p] = id[id[p]]; *// go faster*

p = id[p];

}

return p;
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207. Course Schedule

There are a total of n courses you have to take, labeled from 0 to n - 1.

Some courses may have prerequisites, for example to take course 0 you have to first take course 1, which is expressed as a pair: [0,1]

Given the total number of courses and a list of prerequisite pairs, is it possible for you to finish all courses?

For example: 2, [[1,0],[0,1]]

There are a total of 2 courses to take. To take course 1 you should have finished course 0, and to take course 0 you should also have finished course 1. So it is impossible.

Note: The input prerequisites is a graph represented by a list of edges, not adjacency matrices.

**S1. DFS visited[] 存储访问状态**

首先建立adjacency array, 利用ArrayList[], 保存和每个node连接的其他node，

然后以每个点为起点，检查是否有cicle，方法是：

DFS, 一条路走到黑，所以保存boolean[] visited, 初始值是0，每次走到一个点时，把visited置为1，表示正走在这条路上，正在访问，（随后再进行访问neighbours的操作），等结束后再置为2表示访问结束。

所以如果路上遇到visited 为1的点，表示是第二次遇到，说明有环。

PS. 利用0,1,2三种状态，可以在hasCycle中剪枝，visited为2的不需要再检查。

public boolean canFinish(int numCourses, int[][] prerequisites) {

*// graph: graph.get(0) store all the nodes 0 pointed to.*

*// eg: (0, 1), (0, 2), then graph[0] store 1 and 2.*

ArrayList[] graph = new ArrayList[numCourses];

int[] visited = new int[numCourses];

for (int i = 0;i < numCourses;i++) {

graph[i] = new ArrayList<Integer>();

}

for (int[] num:prerequisites) {

int pre = num[1]; *// to take cur, you need to take pre first.*

int cur = num[0];

graph[pre].add(cur);

}

*// start from every node, check if there is a cycle*

for (int i = 0;i < numCourses;i++) {

if (hasCycle(i, visited, graph)) return false;

}

return true;

}

private boolean hasCycle(int cur, int[] visited, ArrayList[] graph) {

visited[cur] = 1;

boolean hasCycle = false;

for (int i = 0;i < graph[cur].size();i++) {

int next = (int)graph[cur].get(i);

if (visited[next] == 1) {

return true;

} else if (visited[next] == 0) {

*// check all the nodes connected with cur*

hasCycle = hasCycle || hasCycle(next, visited, graph);

}

}

visited[cur] = 2;

return hasCycle;

}

**S2. BFS**

保留所有节点的indegree, 同时存储每个节点的children，

* 首先在queue中加入root, indegree = 0的点，
* 每次加入一个node，它的所有的children的indegree -1,
* indegree = 0的节点变为下一轮的起始节点，加入queue

计数访问的点的数目，判断与总数是否一致即可。如果有环，环的部分永远无法加入。

public boolean canFinish2(int numCourses, int[][] prerequisites) {

ArrayList[] graph = new ArrayList[numCourses];

int[] degree = new int[numCourses];

for (int i = 0;i < numCourses;i++) {

graph[i] = new ArrayList<Integer>();

}

*// init indegree and graph structure: parent-children*

for (int[] num:prerequisites) {

int pre = num[1]; *// to take cur, you need to take pre first.*

int cur = num[0];

graph[pre].add(cur);

degree[cur]++;

}

Queue<Integer> q = new LinkedList<>();

for (int i = 0;i < numCourses;i++) { *// add root(indegree = 0)*

if (degree[i] == 0) q.add(i);

}

int visitedCount = 0;

while (!q.isEmpty()) {

int cur = q.poll();

visitedCount++;

for (int i = 0;i < graph[cur].size();i++) {

int next = (int)graph[cur].get(i);

degree[next]--;

if (degree[next] == 0) {

q.add(next);

}

}

}

return visitedCount == numCourses;

}

261. Graph Valid Tree

Given n nodes labeled from 0 to n - 1 and a list of undirected edges (each edge is a pair of nodes), write a function

to check whether these edges make up a valid tree.

Note: you can assume that no duplicate edges will appear in edges. Since all edges are undirected, [0, 1] is the

same as [1, 0] and thus will not appear together in edges. For example:

Given n = 5 and edges = [[0, 1], [0, 2], [0, 3], [1, 4]], return true.

Given n = 5 and edges = [[0, 1], [1, 2], [2, 3], [1, 3], [1, 4]], return false.

图是一棵树的条件，满足任意一个均可：

* 没有环 – DFS, BFS
* 顶点数是边数+1 && 图只有一个联通分量 – Union Find，并记录访问过的顶点总数

**S1.DFS**

检查是否有环，首先建立无向图，然后从任意一点开始，check与之相连的所有点，

public boolean validTree(int n, int[][] edges) {

ArrayList[] graph = new ArrayList[n];

for (int i = 0;i < n;i++) {

graph[i] = new ArrayList<>();

}

int[] states = new int[n]; *// 0: unvisited, 1:ing, 2:visited*

for (int[] edge:edges) {

int pre = edge[0];

int cur = edge[1];

graph[pre].add(cur);

graph[cur].add(pre);

}

*// start from any node, check all the nodes connected.*

if (hasCycle(-1, graph, 0, states)) return false; // if valid tree: loop through all nodes

*// check if there is any node not connected with any others*

for (int state:states) {

if (state == 0) return false;

}

return true;

}

boolean hasCycle(int prev, ArrayList[] graph, int cur, int[] states) {

states[cur] = 1;

boolean hascycle = false;

for (int i = 0;i < graph[cur].size();i++) {

int next = (int) graph[cur].get(i); // 必须强制转换，不然会报错

if (next != prev) { // make sure wont’ go back.

if (states[next] == 1) return true;

else if (states[next] == 0 && hasCycle(cur, graph, next, states)) {

return true;

}

}

}

states[cur] = 2;

return hascycle;

}

**S2. BFS**

public boolean validTree(int n, int[][] edges) {

ArrayList[] graph = new ArrayList[n];

for (int i = 0;i < n;i++) {

graph[i] = new ArrayList<>();

}

int[] states = new int[n]; *// 0: unvisited, 1:ing, 2:visited*

for (int[] edge:edges) {

int pre = edge[0], cur = edge[1];

graph[pre].add(cur);

graph[cur].add(pre);

}

Queue<Integer> q = new LinkedList<>();

q.offer(0);

int count = 0;

states[0] = 1;

while (!q.isEmpty()) {

int cur = q.poll();

count++;

for (int i = 0;i < graph[cur].size();i++) {

int kid = (int)graph[cur].get(i);

if (states[kid] == 1) return false;

else if (states[kid] == 0) {

states[kid] = 1;

q.offer(kid);

}

}

states[cur] = 2;

}

return count == n;

}

**S3.Union Find**

public boolean validTree(int n, int[][] edges) {

if (n == 0) return true;

return (edges.length == n-1 && connected(n, edges));

}

boolean connected(int n, int[][] edges) {

int[] size = new int[n];

int[] prev = new int[n];

Arrays.fill(size, 1);

for (int i = 0;i < n;i++) prev[i] = i;

int maxSize = 1;

for (int[] edge:edges) {

int r1 = edge[0], r2 = edge[1];

*// union:*

while (prev[r1] != r1) r1 = prev[r1];

while (prev[r2] != r2) r2 = prev[r2];

if (size[r1] > size[r2]) {

prev[r2] = r1;

size[r1] += size[r2];

} else {

prev[r1] = r2;

size[r2] += size[r1];

}

maxSize = size[r2];

}

return maxSize == n;

}

Topological Sort

Lintcode - Topological Sorting

Given an directed graph, a topological order of the graph nodes is defined as follow:

- For each directed edge A -> B in graph, A must before B in the order list.

- The first node in the order can be any node in the graph with no nodes direct to it.

Find any topological order for the given graph. For graph as follow:

![C:\Users\IRISZH~1\AppData\Local\Temp\Image.jpg](data:image/jpeg;base64,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)

The topological order can be: [0, 1, 2, 3, 4, 5] [0, 2, 3, 1, 5, 4]...

其实就是在图里找一个path，先放indegree = 0的点，然后是第二层的点...每一层内的点顺序无关紧要。

**S1.DFS**

class DirectedGraphNode {

int label;

ArrayList<DirectedGraphNode> neighbors;

DirectedGraphNode(int x) { label = x; neighbors = new ArrayList<DirectedGraphNode>(); }

};

public ArrayList<DirectedGraphNode> topSort(ArrayList<DirectedGraphNode> graph) {

ArrayList<DirectedGraphNode> res = new ArrayList<>();

if (graph == null) return res;

Set<DirectedGraphNode> visited = new HashSet<>();

for (DirectedGraphNode n:graph) {

dfs(res, n, visited);

}

return res;

}

private void dfs(ArrayList<DirectedGraphNode> res, DirectedGraphNode root,

Set<DirectedGraphNode> visited) {

if (visited.contains(root)) return;

for (DirectedGraphNode n:root.neighbors) {

dfs(res, n, visited);

}

res.add(0, root); *// 在children都已经add之后，再add root, keep order*

visited.add(root);

}

**S2.BFS**

public ArrayList<DirectedGraphNode> topSort(ArrayList<DirectedGraphNode> graph) {

ArrayList<DirectedGraphNode> res = new ArrayList<>();

if (graph == null) return res;

*// 1. Count in-degree of each node*

Map<DirectedGraphNode, Integer> map = new HashMap<>();

for (DirectedGraphNode node:graph) {

for (DirectedGraphNode neighbor:node.neighbors) {

if (!map.containsKey(neighbor)) {

map.put(neighbor, 1);

} else {

map.put(neighbor, map.get(neighbor) + 1);

}

}

}

Queue<DirectedGraphNode> q = new LinkedList<>();

for (DirectedGraphNode i:graph) {

if (!map.containsKey(i)) { *// first round*

res.add(i);

q.add(i);

}

}

while (!q.isEmpty()) {

DirectedGraphNode cur = q.poll();

for (DirectedGraphNode next:cur.neighbors) {

map.put(next, map.get(next) - 1);

if (map.get(next) == 0) {

res.add(next);

q.add(next);

}

}

}

return res;

}

210. Course Schedule II

Given the total number of courses and a list of prerequisite pairs, return the ordering of courses you should take to finish all courses.

There may be multiple correct orders, you just need to return one of them. If it is impossible to finish all courses, return an empty array.

需要返回的是上课的顺序

**S1. BFS**

本质是directed graph，已经知道没有环，需要**topological sort**

与上一道题的区别就是需要记录顺序, 也就是拓扑排序。也可以用DFS做。

public int[] findOrder(int numCourses, int[][] prerequisites) {

*// graph[0]: courses that have graph[0] as prerequisite*

ArrayList[] graph = new ArrayList[numCourses];

int[] degree = new int[numCourses];

int[] order = new int[numCourses];

int idx = 0;

for (int i = 0;i < numCourses;i++) { *// create ArrayList*

graph[i] = new ArrayList<>();

}

for (int[] n:prerequisites) { *// depth. the first course to take, degree = 0*

int pre = n[1];

int cur = n[0];

graph[pre].add(cur);

degree[cur]++;

}

Queue<Integer> q = new LinkedList<>();

int visitedCount = 0;

for (int i = 0;i < numCourses;i++) {

if (degree[i] == 0) q.add(i);

}

while (!q.isEmpty()) {

int cur = (int)q.poll(); *// Integer -> int need casting*

visitedCount++; *// check if all courses can be taken or not*

order[idx++] = cur;

for (int i = 0;i < graph[cur].size();i++) {

int next = (int)graph[cur].get(i);

degree[next]--;

if (degree[next] == 0) {

q.add(next);

}

}

}

return visitedCount == numCourses ? order : new int[0];

}

630. Course Schedule III

There are n different online courses numbered from 1 to n. Each course has some duration(course length) t and closed on dth day. A course should be taken continuously for t days and must be finished before or on the dth day. You will start at the 1st day.

Given n online courses represented by pairs (t,d), your task is to find the maximal number of courses that can be taken.

**S. PriorityQueue**

用sum保存截止到目前的time used, 用PQ保存已经加入sum的所有课程的时间，

每次如果超过可用的时间，则减去一个时间最长的。

time O(nlogn)

public int scheduleCourse(int[][] courses) {

if (courses == null || courses.length == 0) return 0;

Arrays.sort(courses, (a, b)->(a[1] - b[1]));

*// reverse order, decrease*

PriorityQueue<Integer> pq = new PriorityQueue<>((a, b)->(b-a));

int sum = 0; *// keep track of sum of time used.*

for (int[] course:courses) {

sum += course[0];

pq.add(course[0]);

if (sum > course[1]) {

sum -= pq.poll(); *// drop the course that takes most time.*

}

}

return pq.size();

}

444. Sequence Reconstruction

Check whether the original sequence org can be uniquely reconstructed from the sequences in seqs. The org sequence is a permutation of the integers from 1 to n, with 1 ≤ n ≤ 104. Reconstruction means building a shortest common supersequence of the sequences in seqs (i.e., a shortest sequence so that all sequences in seqs are subsequences of it). Determine whether there is only one sequence that can be reconstructed from seqs and it is the org sequence.

Input: org: [1,2,3], seqs: [[1,2],[1,3]] Output: false

Explanation:

[1,2,3] is not the only one sequence that can be reconstructed, because [1,3,2] is also a valid sequence that can be reconstructed.

Input: org: [4,1,5,2,6,3], seqs: [[5,2,6,3],[4,1,5,2]] Output: true

**S Graph – 分析性质**

如果要保证可行&唯一，需要满足两个条件：

1. seqs中的每个seq，都是org的subsequence, 不一定连续
2. org中每相连的两个数字，都在seqs中一定相连，不然无法保证顺序唯一。

org里的数字范围在1~n, 所以可以建立idx数组，保存每个数字的index， 检查性质1是否满足；

再建立一个boolean[], 在遍历seqs中，每次都检查相连的两个数字index是否相连，如果相连则设为true，

如果唯一可行，那么到最后boolean[]的每一位都会为true。

public boolean sequenceReconstruction(int[] org, List<List<Integer>> seqs) {

if (seqs == null || seqs.size() == 0) return false;

int n = org.length;

*// the index of each number in org*

int[] idx = new int[n + 1];

boolean[] pairs = new boolean[n - 1];

for (int i = 0;i < n;i++) {

idx[org[i]] = i;

}

int count = 0;

for (List<Integer> seq:seqs) {

int size = seq.size();

count += size;

for (int i = 0;i < size;i++) {

if (seq.get(i) < 0 || seq.get(i) > n) return false;

*// index of seq[i-1] should always < index of seq[i]*

if (i > 0 && idx[seq.get(i-1)] >= idx[seq.get(i)]) return false;

if (i > 0 && idx[seq.get(i-1)] + 1 == idx[seq.get(i)]) {

pairs[idx[seq.get(i-1)]] = true;

}

}

}

if (count < n) return false;

for (boolean pair:pairs) {

if (pair == false) return false;

}

return true;

}

Just BFS / DFS

399. Evaluate Division

Equations are given in the format A / B = k, where A and B are variables represented as strings, and k is a real number (floating point number). Given some queries, return the answers. If the answer does not exist, return -1.0.

Example:

Given a / b = 2.0, b / c = 3.0.

queries are: a / c = ?, b / a = ?, a / e = ?, a / a = ?, x / x = ? .

equations = [ ["a", "b"], ["b", "c"] ],

values = [2.0, 3.0],

queries = [ ["a", "c"], ["b", "a"], ["a", "e"], ["a", "a"], ["x", "x"] ].

return [6.0, 0.5, -1.0, 1.0, -1.0 ].

**S1. DFS**

使用两个map，分别存储与每个String有关联的其他String，以及对应的values, 通过index进行匹配，

通过Set<String> 记录来时走过的路/String，避免回头check重复的，进行剪枝pruning

public double[] calcEquation(String[][] equations, double[] values, String[][] queries) {

Map<String, List<String>> nodes = new HashMap<>();

Map<String, List<Double>> weights = new HashMap<>();

for (int i = 0;i < equations.length;i++) {

String[] equation = equations[i];

if (!nodes.containsKey(equation[0])) {

nodes.put(equation[0], new ArrayList<String>());

weights.put(equation[0], new ArrayList<Double>());

}

if (!nodes.containsKey(equation[1])) {

nodes.put(equation[1], new ArrayList<String>());

weights.put(equation[1], new ArrayList<Double>());

}

nodes.get(equation[0]).add(equation[1]);

nodes.get(equation[1]).add(equation[0]);

weights.get(equation[0]).add(values[i]);

weights.get(equation[1]).add(1/values[i]);

}

double[] res = new double[queries.length];

for (int i = 0;i < queries.length;i++) {

String[] query = queries[i];

res[i] = dfs(query[0], query[1], nodes, weights, new HashSet<>(), 1.0);

if (res[i] == 0.0) res[i] = -1.0;

}

return res;

}

*// set: used for pruning, won't check back, a-b-a...*

double dfs(String start, String end, Map<String, List<String>> nodes, Map<String, List<Double>> weights, Set<String> visited, double cur) {

if (visited.contains(start)) return 0.0;

if (!nodes.containsKey(start)) return 0.0;

if (start.equals(end)) return cur;

visited.add(start);

List<String> kids = nodes.get(start);

double res = 0.0;

for (int i = 0;i < kids.size();i++) {

res = dfs(kids.get(i), end, nodes, weights, visited, cur\*weights.get(start).get(i));

if (res != 0.0) break;

}

visited.remove(start);

return res;

}

Union-Find 典型题目

**305. Number of Islands II**

A 2d grid map of m rows and n columns is initially filled with water. We may perform an addLand operation which turns the water at position (row, col) into a land. Given a list of positions to operate, count the number of islands after each addLand operation. An island is surrounded by water and is formed by connecting adjacent lands horizontally or vertically. You may assume all four edges of the grid are all surrounded by water.

Example:

Given m = 3, n = 3, positions = [[0,0], [0,1], [1,2], [2,1]].

Initially, the 2d grid grid is filled with water. (Assume 0 represents water and 1 represents land).

Operation #1: addLand(0, 0) turns the water at grid[0][0] into a land.

Operation #2: addLand(0, 1) turns the water at grid[0][1] into a land.

Operation #3: addLand(1, 2) turns the water at grid[1][2] into a land.

Operation #4: addLand(2, 1) turns the water at grid[2][1] into a land.

0 0 0 1 0 0 1 1 0 1 1 0 1 1 0

0 0 0 0 0 0 0 0 0 0 0 1 0 0 1

0 0 0 0 0 0 0 0 0 0 0 0 0 1 0

We return the result as an array: [1, 1, 2, 3]

**S1.Union-Find**

每次加一个点，并查看一次有几个land，非常典型的Union-Find问题，返回的就是count。

变化是初始值不同，增加了一个add函数，一次添加一个点的初始值，不能在一开始设置好。

其他不变，建立一个class UF来统一处理， time O(k\*(logm + logn)).

每次放进一个新的点后，查看上下左右有没有island，这一点通过查看size实现，是否> 0.

public List<Integer> numIslands2(int m, int n, int[][] positions) {

List<Integer> res = new ArrayList<>();

int[][] biases = new int[][]{{0, 1}, {0, -1}, {1, 0}, {-1, 0}};

UF uf = new UF(m, n);

for (int[] position:positions) {

int x = position[0], y = position[1];

int p = uf.add(x, y);

for (int[] bias:biases) {

int q = uf.getIndex(x + bias[0], y + bias[1]);

*// make sure there's 1 at place q.*

if (uf.size[q] > 0 && !uf.connected(p, q)) uf.union(p, q);

}

res.add(uf.count);

}

return res;

}

class UF {

int[] id; *// id[0], size[0] reserved for invalid conditions*

int[] size;

int m, n, count; *// count: # of groups*

public UF(int m, int n) {

this.m = m;

this.n = n;

id = new int[m\*n + 1];

size = new int[m\*n + 1];

}

int getIndex(int x, int y) {

if (x < 0 || x >= m || y < 0 || y >= n) return 0;

return x\*n + y + 1;

}

*// add a new node and return index*

int add(int x, int y) {

int idx = getIndex(x, y);

id[idx] = idx;

size[idx] = 1;

count++;

return idx;

}

*// find the root of p*

int find(int p) {

while (p != id[p]) p = id[p];

return p;

}

boolean connected(int p, int q) {

return find(p) == find(q);

}

public void union(int p, int q) {

int pRoot = find(p);

int qRoot = find(q);

if (pRoot == qRoot) return;

if (size[pRoot] > size[qRoot]) {

id[qRoot] = pRoot;

size[pRoot] += size[qRoot];

} else {

id[pRoot] = qRoot;

size[qRoot] += size[pRoot];

}

count--;

}

}

323. Number of Connected Components in an Undirected Graph

Given n nodes labeled from 0 to n - 1 and a list of undirected edges (each edge is a pair of nodes), write a function

to find the number of connected components in an undirected graph.

Example 1:

0 3

| |

1 --- 2 4

Given n = 5 and edges = [[0, 1], [1, 2], [3, 4]], return 2.

Example 2:

0 4

| |

1 --- 2 --- 3

Given n = 5 and edges = [[0, 1], [1, 2], [2, 3], [3, 4]], return 1.

Note:You can assume that no duplicate edges will appear in edges. Since all edges are undirected, [0, 1] is the same as

[1, 0] and thus will not appear together in edges.

**S1. Union-Find**

非常经典的应用，求count

Time: O(n\*height), n is # of edges, height is the height of tree, ~O(n logn)

public int countComponents(int n, int[][] edges) {

int count = n;

int[] id = new int[n];

int[] size = new int[n];

Arrays.fill(size, 1);

for (int i = 0;i < n;i++) id[i] = i;

for (int[] edge:edges) {

int node1 = edge[0], node2 = edge[1];

while (node1 != id[node1]) node1 = id[node1]; // find the root.

while (node2 != id[node2]) node2 = id[node2];

if (node1 == node2) continue;

if (size[node1] > size[node2]) { // 优化，尽量使树平衡

id[node2] = node1;

size[node1] += size[node2];

} else {

id[node1] = node2;

size[node2] += size[node1];

}

count--;

}

return count;

}

**Union-Find 优化策略：**

主要的优化策略一共有两个，

一个是weighted union, id[p] = q, 本身的意义是p会作为q的子树，那么为了树尽量平衡，最好把小的树作为大的树的子树，所以通过比较size，来决定加到哪里；

另一个是quick-union, 最理想的情况是树非常扁平，所有的child都直接连到root，保证find的最高效率。所以可以对路径进行压缩：

public int countComponents(int n, int[][] edges) {

int count = n;

int[] id = new int[n];

int[] size = new int[n];

Arrays.fill(size, 1);

for (int i = 0;i < n;i++) id[i] = i;

for (int[] edge:edges) {

int node1 = edge[0], node2 = edge[1];

node1 = findRoot(id, node1);

node2 = findRoot(id, node2);

if (node1 == node2) continue;

if (size[node1] > size[node2]) {

id[node2] = node1;

size[node1] += size[node2];

} else {

id[node1] = node2;

size[node2] += size[node1];

}

count--;

}

return count;

}

// 主要是这个函数做的改变，加了一行

int findRoot(int[] id, int cur) {

while (cur != id[cur]) {

id[cur] = id[id[cur]]; // 直接指到爷爷节点，compression 压缩路径

cur = id[cur];

}

return cur;

}

547. Friend Circles

There are N students in a class. Some of them are friends, while some are not. Their friendship is transitive in nature. For example, if A is a direct friend of B, and B is a direct friend of C, then A is an indirect friend of C. And we defined a friend circle is a group of students who are direct or indirect friends.

Given a N\*N matrix M representing the friend relationship between students in the class. If M[i][j] = 1, then the ith and jth students are direct friends with each other, otherwise not. And you have to output the total number of friend circles among all the students.

Example 1: Input:

[ [1,1,0],

[1,1,0],

[0,0,1]]

Output: 2

Explanation:The 0th and 1st students are direct friends, so they are in a friend circle. The 2nd student himself is in a friend circle. So return 2.

Example 2: Input:

[ [1,1,0],

[1,1,1],

[0,1,1]]

Output: 1

Explanation:The 0th and 1st students are direct friends, the 1st and 2nd students are direct friends,

so the 0th and 2nd students are indirect friends. All of them are in the same friend circle, so return 1

N is in range [1,200], M[i][i] = 1 for all students., If M[i][j] = 1, then M[j][i] = 1.

**S1.Union-Find**

其实也是Union-Find找count，初始值其实是对角线全部为1，其他全部为0，自己是自己的direct friends，并且count的初始值为n：

1 0 0 1 1 0

0 1 0 0 1 0

0 0 1 0 0 1

事实上只有n个人，# of circles的最大值为n，因此int[] size, int[] id, 长度只需要为n就可以。

同时考虑到矩阵对称symmetric，可以只遍历一半，比如上图可以只遍历上半个三角形，如果其中有一点值为1，比如图2，就执行union操作，也就相当于把两个对角线上的点union到一起，归属于一个group。

public int findCircleNum(int[][] M) {

if (M == null || M.length == 0) return 0;

int n = M.length;

UnionFind uf = new UnionFind(n);

for (int i = 1;i < n;i++) {

for (int j = 0;j < i;j++) {

if (M[i][j] == 1) uf.union(i, j);

}

}

return uf.count();

}

class UnionFind {

private int[] id;

private int[] size;

private int count;

public UnionFind(int n) {

id = new int[n];

size = new int[n];

Arrays.fill(size, 1);

for (int i = 0;i < n;i++) {

id[i] = i;

}

count = n;

}

private int find(int p) { *// find root of p*

while (p != id[p]) {

id[p] = id[id[p]]; *// compression*

p = id[p];

}

return p;

}

public boolean connected(int p, int q) {

return find(p) == find(q);

}

public void union(int p, int q) {

int rp = find(p), rq = find(q);

if (rp == rq) return;

if (size[rp] > size[rq]) {

id[rq] = rp;

size[rp] += size[rq];

} else {

id[rp] = rq;

size[rq] += size[rp];

}

count--;

}

public int count() {return count;}

}

**遍历所有点**

133. Clone Graph

Clone an undirected graph. Each node in the graph contains a label and a list of its neighbors.

**S1 DFS**

保存一个<old node, new node>之间的map，采用直接的DFS方法，如果发现走过就return，没有走过就全走一遍neighbors

*/\*\**

*\* Using DFS, add all the new nodes of neighbors*

*\* new nodes which has same label as neighbors of node*

*\*/*

*// map: <old, new>*

Map<UndirectedGraphNode, UndirectedGraphNode> map = new HashMap<>();

public UndirectedGraphNode cloneGraph(UndirectedGraphNode node) {

if (node == null) return null;

if (map.containsKey(node)) return map.get(node);

UndirectedGraphNode root = new UndirectedGraphNode(node.label);

map.put(node, root);

for (UndirectedGraphNode neighbor:node.neighbors) {

root.neighbors.add(cloneGraph(neighbor));

}

return root;

}

**S2. BFS**

BFS也可以做，需要先取到所有的nodes，再建立neighbor的联系：

Map<UndirectedGraphNode, UndirectedGraphNode> map = new HashMap<>();

public UndirectedGraphNode cloneGraph(UndirectedGraphNode node) {

if (node == null) return node;

*// 1. loop through all the nodes, create new nodes and put into hashmap*

List<UndirectedGraphNode> nodeList = getNodes(node);

for (UndirectedGraphNode n: nodeList) {

map.put(n, new UndirectedGraphNode(n.label));

}

*// 2. loop through all the nodes, and update neighbors*

for (UndirectedGraphNode n: nodeList) {

UndirectedGraphNode newNode = map.get(n);

for (UndirectedGraphNode neighbor:n.neighbors) {

newNode.neighbors.add(map.get(neighbor));

}

}

return map.get(node);

}

private List<UndirectedGraphNode> getNodes(UndirectedGraphNode node) {

Set<UndirectedGraphNode> visited = new HashSet<>();

Queue<UndirectedGraphNode> queue = new LinkedList<>();

queue.add(node);

visited.add(node);

while (!queue.isEmpty()) {

UndirectedGraphNode cur = queue.poll();

for (UndirectedGraphNode neighbor:cur.neighbors) {

if (!visited.contains(neighbor)) {

visited.add(neighbor);

queue.add(neighbor);

}

}

}

return new ArrayList<>(visited);

}

138. Copy List with Random Pointer

A linked list is given such that each node contains an additional random pointer which could point to any node in the list or null. Return a deep copy of the list.

**S1 graph, HashMap**

同样也是，先create node, 建立<old, new>的对应关系，再设置node的next和random指针。

public RandomListNode copyRandomList(RandomListNode head) {

if (head == null) return null;

Map<RandomListNode, RandomListNode> map = new HashMap<RandomListNode, RandomListNode>();

*// 1. create new node and put into map*

RandomListNode cur = head;

while (cur != null) {

map.put(cur, new RandomListNode(cur.label));

cur = cur.next;

}

*// 2. link new nodes together*

cur = head;

while (cur != null) {

map.get(cur).next = map.get(cur.next);

map.get(cur).random = map.get(cur.random);

cur = cur.next;

}

return map.get(head);

}

Graph 性质

Houzz - check whether a Graph is bipartite or not

关于这个题的具体描述和思路在这里：

<http://www.geeksforgeeks.org/bipartite-graph/>

a graph is bipartite == graph由nodes组成，能不能把nodes涂成两种颜色，并且相同的颜色不挨着。

如果有self-circle, 那么一定不是bipartite.

Bipartite: non-bipartite:
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**S1. BFS**

从随意一个点开始，用map <node, color> 标上红色，然后把相邻的都标上蓝色，

继续往后走，如果遇到一个点，想给它标红的时候发现已经标蓝，或者相反，说明non-bipartite.

176. Route Between Two Nodes in Graph

Given a directed graph, design an algorithm to find out whether there is a route between two nodes.

思路：从s出发，用一个set装已经visited的点，避免走圈

while (s not empty) {

for all neighbors:

if is t, return true;

else if not in set, add to stack, add to set.

}

return false.